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 ABSTRACT 

 
Web applications are crucial for businesses and individuals by providing efficient 
communication, collaboration, and access to services and information via browsers, 
boosting connectedness, productivity, and creativity in the digital era. Insecure web 
applications pose risks of data breaches, malware, and unauthorized access which 
jeopardize user privacy, trust, and organizational security. Web developers must be 
knowledgeable and prepared to deal with common vulnerabilities in web applications. 
A prototype web application (https://webriska3.tech) with lesson and editor module is 
developed to train web developers on the Open Web Application Security Project 
(OWASP) Top Ten security risks, focusing on A03 - Injection vulnerability. OWASP A03 
Injection vulnerability is one of the most common vulnerabilities that is at the heart of 
any database-driven web applications. Evaluation on the prototype in improvement 
knowledge on A03 – Injection vulnerability, testers are recruited to complete two 
coding tasks in laboratory environment. 80% of testers mastered Output 
escaping/encoding defensive technique while Prepared statement/Parameterized 
Query defensive technique is the hardest to master. The prototype obtained average 
System Usability Scale (SUS) score of 57 that is below average, indicating issues with 
the prototype interface. This work showed promising results of increase understanding 
on A03 Injection vulnerability and implementation skills to protect web application 
against attack and exploitations.  
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1. Introduction 
 

The World Wide Web (WWW) has evolved significantly over the years since the conceptualization 
by Tim Berners-Lee [1]. The concept of Web 1.0 was initially designed in the 1990s as ‘static web’ to 
display information to users, and later evolved to ‘dynamic web’ or Web 2.0 in the 2000s which allows 
users to finally participate, connect and interact. Blogs, wiki and forums that allowed collaborative 
content and knowledge sharing became popular. Web 2.0 is also the era of social media where 
applications such as Facebook, Twitter and YouTube gained millions of active users. Web 3.0 or 
‘semantic web’ [2] is the current phase that focuses on decentralization, openness, and personalized 
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user experience through ‘read, write, execute Web’. With the leveraging of technologies such as 
artificial intelligence, machine learning, and Internet of Things (IoT), risks such as privacy and 
cybersecurity become a significant challenge as Web 3.0 relies on extensive data collection and 
analysis.  

In the era with exponential growth of information technologies, more and more of small, medium 
to enterprise adopted digital transformation especially due to Covid-19 pandemic lockdown. There 
are increasing illegal cyberattacks targeting web applications, such as stealing personal data like 
Personal Identifiable Information (PII) and Personal Health Information (PHI) [3] for ransom, or selling 
it to other parties for financial gain [4]. To minimize the vulnerability of web applications, 
cybersecurity awareness education [5,6] and detection framework [7] are both crucial. An open 
community consisting of corporations, foundations, developers, and volunteers have initiated and 
supported the Open Web Application Security Project or OWASP. The OWASP Top 10 version 2021 
[8] contains the top 10 critical security risks with web applications: 

 
A01: Broken Access Control 
A02: Cryptographic Failures 
A03: Injection 
A04: Insecure Design 
A05: Security Misconfiguration 
A06: Vulnerable and Outdated Components 
A07: Identification and Authentication Failures 
A08: Software and Data Integrity Failures 
A09: Security Logging and Monitoring Failures 
A10: Server-Side Request Forgery 
 
Loose web security may be abused by hackers through injection attack. The injection attack is the 

third security risk in the OWASP Top Ten 2021. The paper focus on the education prototype to 
highlight and implement the important issues in A03 Injection during code writing. The lessons and 
editor module in the prototype can be used to train web developers in writing secure code [9]. The 
structure of this paper is as follows: defending techniques and insecure web applications are 
reviewed in Section 2, methodology is discussed in Section 3, while Section 4 reports testing results 
and discussion. Conclusion of this work is given in Section 5. 

 
2. Related Work  

 
According to Marashdeh et al., [10], SQL injection refers to the type of attack towards the web 

application’s database through injecting malicious code to gain access to confidential information 
without authentication. The most common injection attack in A03 injection vulnerability is SQL 
Injection [11,12] and Cross-Site Scripting XSS injection [13,14]. Through the injection attack like SQL 
Injection, the attacker can have full access to the web application’s database. Therefore, it is critical 
for web developers or security professionals to implement OWASP Top 10 as a security guideline 
[15,16] to effectively patch web application vulnerabilities and minimize the security risk. 

 
2.1 Defencing Techniques 

 
In 2021, Rai et al., [17] reviewed and summarized ten counter measures on the SQL Injection, 

which are simpler than other OWASP Top 10 vulnerabilities as most of the defencing techniques 
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involves comparatively simpler, but effective handling of user provided data. These ten defencing 
techniques are used as a metric to evaluate existing web applications compliances with OWASP Top 
10 web application security risks. 

The first technique is whitelisting and blacklisting (WB) which are detection methods to detect 
illegal SQL database query in the web application [18]. To use blacklisting detection method, the user 
must define the illegal SQL queries pattern such as AND, OR and others in their web application. 
When the web application receives the illegal SQL query from the injection attack, it will ignore the 
blacklisted SQL queries pattern. However, using blacklisting detection is not an efficient way in 
preventing SQL injection attack. It will be ineffective if the web developer does not define the entire 
backlist list for the illegal SQL query due to insufficient knowledge in this field. 

 
i. Prepared Statement/Parameterized Query (PSPQ):  One of the methods used to prevent 

SQL injection attack. This technique refers to when the web application developer uses a 
more secure way in predefining the SQL queries where the queries have the placeholder. 
Parameterized queries force the web developer to define all SQL statements first and the 
parameter of the user input will be passed into the prepared query later. Prepared 
statement also has high efficiency when the web application needs to execute same or 
similar SQL query frequently [19]. 

ii. Stored Procedure (SP): A group of predefined SQL statements that are stored in database 
for repetitive tasks such as data insert, update, delete or query. To prevent an attack, user 
input is passed as parameters to Stored Procedure where user input will be validated and 
sanitized by the database [20]. 

iii. Defensive Coding Practice (DCP): emphasizes the coding skills of the web application 
developer in developing secure code, for example, forbidding of the uses of meta-
characters or the identification on the user input field. 

iv. Taint Based Approach / Taint Analysis (TBA): A method to track the data flow of sensitive 
data inside the web application [21]. Taint analysis is used to detect malicious data flow, 
code or malicious behaviour happening in the web application. By using Taint analysis, 
web developers can know how the data is being processed inside the web application. 
The first step in Taint based approach is to identify the sources of untrusted input in the 
program, such as user-supplied data passed through form fields or query parameters. 
Once the untrusted inputs are identified, they are tainted with a special marker to indicate 
that they are unsafe to use without proper validation. The taint is then propagated 
through the program as the inputs are passed to different variables and data structures. 

v. Proxy Filter (PF): A method used to prevent SQL injection by setting up a proxy barrier 
between the client-side and MySQL database. An example of the proxy filters is MySQL 
proxy. MySQL proxy acts as a middleware which connects and manages all communication 
between client connection request and SQL database at the backend. It can monitor, 
analyse, or modify the communication between client side and SQL database. It contains 
a lot of other functions such as load balancing, fault analysis, query analysis, query filter 
and so on [22]. Hadabi et al., [23] proposed a model of using proxy filter as a middle layer 
between client and database. It acts as a filter barrier on the user’s input. When a client 
makes a request to proxy server and the client is a new user, registration is required where 
the hash value of username and password are checked for authentication before the 
process continues. 
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Modern programming languages provide built-in functions (BIF) to sanitize the user input before 
it is inserted to the database. PHP offers functions such as mysqli_real_escape_string() or 
mysqli::real_escape_string() to escape special characters in user input [24]. The 
mysqli_real_escape_string() function will escape special characters such as \n, \r, \, ', " which are 
used in the creation of illegal SQL query that leads to SQL injection. Another useful built-in function 
offered in PHP is filter_vars()  which is used to validate and sanitize data such as email id, IP address 
etc. The filter_var() function can validate and sanitize various variables by using specific filter 
parameters such as FILTER_VALIDATE_DOMAIN, FILTER_VALIDATE_EMAIL, FILTER_VALIDATE_IP and 
many more [24]. 

Instruction Set Randomization (ISR) prevents SQL injection by randomizing the SQLs keyword such 
as SELECT, FROM or WHERE by appending a random integer that forms a completely different 
instruction sets [18]. The randomized SQL statements are processed and checked by proxy for 
malicious code. Implementing ISR can be very complicated, as it requires setting up proxy filter 
against web application and SQL database [25]. 

All database management system has a user account management mechanism to control who 
and what to access, which is also known as privileges. According to Wu et al., [26], web developers 
should always enforce the principle of low privileges (LP) where the user’s permissions given are 
necessary and sufficient to complete the task. This helps to minimize the chance of database being 
attacked and prevents data exploitation. An attacker may not have privileges restricted by database 
that can perform dangerous and irreversible attacks such as altering or dropping a table. 

Lastly, output escaping/encoding (OE) is the process of converting some predefined characters or 
untrusted values to HTML entities or JavaScript code so that it is interpreted as content only [14]. 
PHP htmlspecialchars() function converts some predefined characters to HTML entities [24]. For 
example, sensitive characters in SQL such as single quote (‘) will be encoded into &#039; which 
provides totally different meanings when it is processed by the SQL database. This technique can 
prevent cross-site scripting attack by escaping malicious command. 

 
2.2 Insecure Web Applications 

 
This section reviewed four insecure web applications created with OWASP standard for training 

and to raise awareness among interested web developers in testing web application vulnerabilities. 
OWASP WebGoat is an open-source vulnerable Java-based web application led by Mayhew et al., 

[27]. WebGoat is extremely vulnerable to attacks, which makes WebGoat a great platform for the 
interested web application developers to learn about web application security and penetration 
testing technique. The main goal of WebGoat is to create an interactive teaching platform on the 
web application vulnerability by providing three learning steps. The first step is to explain the 
fundamental concepts in security vulnerabilities, followed by hands-on assignments to learn how it 
works, and lastly possible mitigations for actual web applications. OWASP WebGoat adapted PSPQ, 
SP, DCP, BIF, LP and OE defencing techniques. 

Damn Vulnerable Web Application or DVWA [28] is a PHP and MySQL web application that is 
designed for web developers to test their hacking skills in a legal way as well as let them know on the 
flows to securing the web application that they developed. It was first developed in 2008 and it 
further received features updates until 2015. DVWA aims to provide practice to some of the most 
common web vulnerabilities. This means that DVWA only complies with the OWASP Top 10 version 
before year 2015 and only adapted PSPQ, SP, DCP and LP defensive techniques. 

OWASP Juice Shop [29] is a web application mimicking an online shopping platform for purchasing 
juice products. It is written in Node.Js, Express and Angular. It is created by Björn Kimminich and is 
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being developed, maintained, and translated by a team of volunteers starting from year 2014 until 
today. Unlike WebGoat and DVWA, Juice Shop does not provide any lesson to the user on 
vulnerability, which means that the user that wishes to exploit this website must have certain level 
of understanding and basic in attacking on the vulnerability. OWASP Juice Shop is more like a hacking 
challenging website that contains scoreboard that records the vulnerability exploited by the user. 
Users will have to explore the website, use their knowledge in attacking vulnerabilities to find the 
underlying vulnerabilities to score the challenges. Juice Shop adapted PSPQ, SP and DCP defencing 
techniques. 

Hacksplaining.com [30] is a web application that encourages learning on how to protect web 
application through attacking it. As an alternative to educate web vulnerabilities, hacksplaining.com 
provides visualized lesson which involves interactive between the hacksplaining.com and users in the 
learning process. The defencing techniques adapted are PSPQ, SP, DCP, BIF, LP and OE. 

 
3. Methodology  

 
A web application was developed where all 10 defencing techniques summarized by Rai et al., 

[17] are implemented to comply with OWASP A03 Injection. The mapping of weaknesses from CWE 
[31] in OWASP A03 Injection to the 10 defencing techniques (refer Table 1) is the outcome of 
requirement analysis.  

UML modelling is adapted in the design phase where use case, class and sequence diagrams are 
created to guarantee that the prototype outcome will match the requirements. For the 
implementation phase, installation, and software configuration for Visual Studio Code, Laravel, 
Node.js and MySQL is completed. The developed prototype (https://webriska3.tech) aims to teach 
and guide web developers to create secure code through the lesson and editor module. Ten lessons 
that correspond to the ten defencing techniques in Table 1 are created in the lesson module. 

 
  Table 1 
  CWE weakness mapped to the 10 defensive techniques 

Defensive Technique CWE Weaknesses ID in OWASP Top Ten 2021 Category A03 - 
Injection 

Whitelisting and blacklisting (WB) 20, 74, 75, 77, 78, 79, 88, 89, 90, 91, 94, 95, 96, 98, 99, 113, 138, 
184, 470, 564, 643 

Prepared Statement/Parameterized Queries 
(PSPQ) 

89, 564, 652 

Stored Procedure (SP) 89, 564 
Defensive Coding Practice (DCP) 20, 74, 75, 89, 95, 917 
Taint Based Approach (TBA) 89 

89 
89 
89 
89 

Proxy Filters (PF)  
Using built in function (BIF)  
Instruction Set Randomization (ISR)  
Low Privileges (LP) 89, 564 
Output Escaping (OE) 78, 79, 80, 83, 87, 96, 98, 113, 116, 138, 644 

 
Example of the lesson page is given in Figure 1. 
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Fig. 1. Lesson module 

 
For web developers to practice the defencing techniques, editor module is created as shown in 

Figure 2.  
 

 
Fig. 2. Editor module 

     
4. Results and Discussion 

 
In the testing phase, laboratory testing and usability testing using system usability scale (SUS) [32] 

are conducted. Laboratory testing is conducted to test the effectiveness of the prototype developed 
in improving knowledge on OWASP A03 injection vulnerability, while user evaluate the usability of 
the prototype using SUS. 15 student testers are recruited from Software Engineering program (year 
1 to year 4), Faculty of Computer Science and Information Technology, Universiti Malaysia Sarawak. 
66% of the testers have no prior knowledge of OWASP A03 Injection. 
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In laboratory testing, testers interacted with the prototype under the authors’ observation to 
complete two scenarios. In Scenario 1, testers are being instructed to create a simple login system. 
They are required to write a PHP script to handle user registration, validate user input from an HTML 
form, and store the user information in a database. Additionally, they need to create an HTML login 
form with fields for username and password for the login functionality. Lastly, they should write a 
PHP script to validate the login credentials entered by the user. Once the testers have completed 
their code, it will be evaluated using test criteria in Table 2 to assess the quality and adherence to the 
given requirements. In Scenario 2, the testers are instructed to take the lessons in the prototype 
which covers secure coding practices, security vulnerabilities, and mitigation techniques related to 
injection vulnerability before repeating the same tasks from Scenario 1 by applying the knowledge 
gained from the lessons to write a more secure code. The new set of code is evaluated using the 
same test criteria to determine any improvements or changes compared to code written in Scenario 
1.  
 
  Table 2 
  Test criteria to evaluate testers’ written code 

Defensive technique Criteria 

Whitelisting and Blacklisting (WB) Code incorporates either whitelisting or blacklisting techniques to 
validate and filter user input. 

Prepared Statement/Parameterized 
Queries (PSPQ) 

Code utilizes prepared statements or parameterized queries when 
interacting with the database. 

Stored Procedure (SP) Code includes the use of stored procedures as a defensive technique. 
Defensive Coding Practices (DCP) Code demonstrates the implementation of defensive coding practices. 
Using Built-In Function (BIF) Code utilizes built-in functions or libraries that offer security features 

or protections. 
Output Escaping (OE) Code implements output escaping techniques. 

 

The evaluation results on each tester in both Scenario 1 and Scenario 2 are reported in Table 3. 
This comparison helps measure the effectiveness of the lessons in enhancing the testers' abilities to 
create secure login systems and identify potential security vulnerabilities. OE technique showed the 
highest improvement of 80%, followed by 73% of testers showed improvement in SP and BIF 
technique. Both WB and DCP techniques achieved 67% improvement while PSPQ technique achieved 
lowest improvement of 47%. 

For subjective usability testing, the same testers are required to fill a 10 questions SUS 
questionnaire immediately after the laboratory testing to evaluate the perceived ease-of-use of the 
prototype. Firstly, the internal consistency of this SUS questionnaire with Cronbach’s Alpha 0.85 
indicated good reliability of the questions even with small sample size [33]. Approximately 87% of 
testers score SUS that falls in the ‘ok/marginally acceptable’ range while 2 testers (~13%) with 
individual SUS score in the ‘poor/unacceptable’ range. The average SUS score for the prototype is 57, 
which is below average and indicated that there are issues with the prototype interface. One 
possibility may be the scenario design which requires testers to perform coding tasks using other 
interfaces than the prototype. However, testers are required to average their worst and best 
experience in the SUS rating on the prototype interface. Another possibility is biasness of tester 
subjective assessment, where testers are unable to complete the coding task but still rate the 
usability questions highly. Referring to Table 3, T5 only showed ability to implement 1 out of 6 
defensive techniques yet the individual SUS score is nearly the same as T1, who showed ability to 
implement all 6 defensive techniques. Even though T7 managed to show ability to implement 4 
defensive techniques, however, SUS score for T7 is similarly as poor as T8. 
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  Table 3 
  Evaluation Results of Testers' written code 

Tester WB PSPQ SP DCP BIF OE 

Scenario 
1 

Scenario 
2 

Scenario 
1 

Scenario 
2 

Scenario 
1 

Scenario 
2 

Scenario 
1 

Scenario 
2 

Scenario 
1 

Scenario 
2 

Scenario 
1 

Scenario 
2 

T1 ✖ ✔ ✔ ✔ ✖ ✔ ✖ ✔ ✖ ✔ ✖ ✔ 
T2 ✖ ✔ ✖ ✖ ✖ ✔ ✖ ✔ ✖ ✖ ✖ ✔ 

T3 ✖ ✔ ✔ ✔ ✖ ✔ ✖ ✖ ✖ ✖ ✖ ✖ 

T4 ✔ ✔ ✔ ✔ ✖ ✔ ✖ ✔ ✖ ✔ ✖ ✔ 

T5 ✖ ✖ ✖ ✖ ✖ ✖ ✖ ✖ ✖ ✖ ✖ ✔ 

T5 ✔ ✔ ✖ ✔ ✖ ✔ ✖ ✔ ✖ ✔ ✖ ✔ 

T6 ✔ ✔ ✖ ✖ ✖ ✔ ✖ ✔ ✖ ✔ ✖ ✖ 

T7 ✖ ✖ ✖ ✔ ✖ ✔ ✖ ✔ ✖ ✔ ✔ ✔ 

T8 ✖ ✔ ✖ ✖ ✖ ✖ ✖ ✖ ✖ ✖ ✔ ✔ 

T9 ✖ ✔ ✖ ✔ ✖ ✖ ✖ ✔ ✖ ✔ ✖ ✔ 

T10 ✖ ✔ ✖ ✔ ✖ ✔ ✖ ✔ ✖ ✖ ✖ ✔ 

T11 ✖ ✔ ✖ ✔ ✖ ✖ ✖ ✖ ✖ ✔ ✖ ✔ 

T12 ✖ ✔ ✖ ✖ ✖ ✖ ✖ ✔ ✖ ✔ ✖ ✔ 

T13 ✔ ✔ ✖ ✔ ✖ ✔ ✖ ✖ ✖ ✔ ✖ ✔ 

T14 ✖ ✔ ✖ ✔ ✖ ✔ ✖ ✖ ✖ ✔ ✖ ✔ 

T15 ✖ ✔ ✔ ✔ ✖ ✔ ✖ ✔ ✖ ✔ ✖ ✔ 

 

5. Conclusions 
 
This paper presents a prototype web application designed and developed for educational 

purposes to train web developers to write secure code that complied with OWASP A03 injection 
vulnerability. The prototype consists of 10 lessons corresponding to the 10 defensive techniques. The 
lessons aim to deliver knowledge on how each vulnerability happens with examples. The editor 
module at the end of the lessons let web developer practice how the defensive technique work and 
how to defend against each vulnerability. The effectiveness of the prototype in improving knowledge 
on OWASP A03 Injection vulnerability is reflected by the result gained from laboratory testing where 
five defensive techniques (WB, SP, DCP, BIF and OE) obtained 67% and above improvements. 
However, the below average SUS score of 57 indicated that significant interface redesign and updates 
are needed, which shall be the focus of further investigation. 
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